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Abstract
We briefly describe our work on streamlining distributed SAT solver design, accepted at SAT 2025.
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1 Overview

Over the last years, parallel and distributed clause-sharing SAT solvers have been established
as powerful automated reasoning tools that can conquer previously infeasible instances [4, 8].
A common design of distributed SAT solvers is to run many off-the-shelf sequential solvers
in parallel, employ some diversification (e.g., restart intervals or decision orders), and share
conflict clauses among the solver threads [6]. This approach, naïvely, adopts all best practices
of sequential solver design, which, however, may be less useful or even actively detrimental
for distributed solving.

In particular, solvers employ multiple simplification techniques such as preprocessing and
inprocessing [2]. In a distributed setting, these techniques are typically performed by all
solver threads in a fully redundant fashion. These tasks are not parallelized and can therefore
present a scalability bottleneck. Furthermore, some simplification techniques also heavily
modify the original formula. When two solvers operate on different representations of the
problem, efficient information exchange can be obstructed. Schreiber and Sanders observed
this phenomenon for example with bounded variable elimination [3].

In this work we diagnose such shortcomings in the state-of-the-art system MallobSat
and propose first effective mitigations. In particular, we replace the redundant pre– and
inprocessing at all threads with single-core preprocessing that runs next to the parallel search,
remove LBD values from the clause-sharing operation, and slim down solver diversification
to very few lightweight and uniform methods. Experimental evaluations on up to 3072 cores
(64 nodes) confirm that our measures improve performance while also drastically simplifying

Preprocessing

Figure 1 Left: Common distributed solver design, where a portfolio of solvers (colored squares)
with diverse strategies (symbols in the squares) periodically exchange insights (connections between
squares) with some “language barriers”. Right: Streamlined design, where parallel solver threads are
uniform CDCL searchers and operate on the results of preprocessing that is logically separate.
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Figure 2 By-input distribution over the total solver time ratio spent in actual (CDCL) search
and in selected pre–/inprocessing tasks, for single-threaded Kissat (left) and at 768 cores (right),
relative to overall (wallclock) running time.
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Figure 3 Comparison of three tested MallobSat configurations at 3072 cores.

the SAT solving program to a pure “search-only” approach. This challenges the predominant
view that solver threads need to either explicitly operate on different sub-spaces (search space
splitting) or be explicitly diversified in terms of their approaches (portfolio) [8].

2 Highlighted Results

We profile the cutting-edge distributed SAT solver MallobSat [7, 8] in terms of the amount
of time individual solver threads spend in different tasks. Figure 2 shows these ratios for
Kissat, both in a single-threaded run as well as in a 768-core distributed setting. Pre- and
inprocessing techniques take up relatively more time in the distributed setting, presenting an
increased danger for redundant computations. We also investigate the impact of LBD values
and find that in a distributed setting disabling them does not impact performance, marking
another deviation from sequential SAT solving [1, 5]. Our benchmark set consistes of 200
instances taken from both the ’23 and ’24 SAT Competitions. In the distributed setting a
time-limit of 300 s is set, to keep the computational demand manageable.

We then propose a new “search-only” setup for MallobSat: We use Kissat as the only
solver backend, drop all pre– and inprocessing techniques and disable all diversification
strategies, i.e. solvers no longer received diversified hyper-parameters. This results in a
“pure” clause-sharing solver with uniform worker threads (sketched in Fig. 1 right) and next
to no characteristics of a portfolio (Fig. 1 left). We then configure a single thread to perform
a single run of a number of crucial simplification techniques, making use of all out-of-the-box
preprocessing capabilities of Kissat.



Anonym 3

Figure 3 shows the performance of this new setup compared to two previously used
MallobSat setups. One makes use of Kissat, Cadical and Lingeling (denoted KCL, winner
of the cloud track of the SAT 2024 competition), the other one uses only a Kissat backend
(denoted K). Our new setup beats the previous Kissat-only setup and matches the KCL-setup
in performance, while using a much smaller codebase with a highly simplified configuration.
This streamlined approach now also simplifies the integration of any future extensions.
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